
Chapter 28: JVM Internals and Performance Tuning 

 

Introduction 

The Java Virtual Machine (JVM) is the cornerstone of the Java platform. It enables the "write 
once, run anywhere" capability by abstracting the underlying hardware and operating system. 

Understanding the internals of the JVM is essential for advanced Java developers, especially for 
those aiming to optimize performance, troubleshoot complex issues, or work on enterprise-scale 
systems. This chapter delves deep into the structure, components, and functioning of the JVM, 

and then transitions into advanced performance tuning techniques. 

 

28.1 JVM Architecture Overview 

The JVM is a specification, not a concrete implementation. It defines the abstract machine that 
interprets Java bytecode. Oracle’s HotSpot JVM is the most widely used implementation. 

28.1.1 Key Components 

• Class Loader Subsystem 

• Runtime Data Areas 

• Execution Engine 

• Native Interface 

• Garbage Collector 

 

28.2 Class Loader Subsystem 

Responsible for loading classes into memory. 

28.2.1 Types of Class Loaders 

1. Bootstrap ClassLoader Loads core Java classes from rt.jar or modules like java.base. 

2. Extension ClassLoader Loads classes from ext directory (lib/ext). 

3. Application ClassLoader Loads classes from the classpath. 

28.2.2 Loading Process 

• Loading: Reads .class files into memory. 

• Linking: 

o Verification 



o Preparation 

o Resolution 

• Initialization: Execution of static blocks. 

 

28.3 JVM Runtime Data Areas 

28.3.1 Method Area (MetaSpace in HotSpot) 

Stores class structure like metadata, method data, and constants. 

28.3.2 Heap 

• Stores all objects and class instances. 

• Divided into: 

o Young Generation (Eden + Survivor Spaces) 

o Old Generation (Tenured Space) 

28.3.3 Java Stack 

• Contains stack frames. 

• Each frame holds local variables, operand stack, and return address. 

28.3.4 PC Register 

• Holds the address of the current instruction being executed. 

28.3.5 Native Method Stack 

• Stores information for native (non-Java) methods. 

 

28.4 Execution Engine 

Responsible for executing bytecode. 

28.4.1 Interpreter 

• Executes bytecode line-by-line. 

• Simple but slow. 

28.4.2 Just-In-Time Compiler (JIT) 

• Converts bytecode to native machine code. 

• Increases speed significantly for "hot code". 

28.4.3 JIT Optimization Techniques 

• Method inlining 



• Loop unrolling 

• Escape analysis 

• Dead code elimination 

 

28.5 Garbage Collection (GC) 

Automatic memory management in Java. 

28.5.1 GC Generations 

• Young Generation 

• Old Generation 

• Permanent Generation (before Java 8) / MetaSpace (Java 8+) 

28.5.2 GC Algorithms 

• Serial GC: For small applications; single-threaded. 

• Parallel GC: Multi-threaded for both Young and Old gen. 

• CMS (Concurrent Mark Sweep): Minimizes pause time. 

• G1 (Garbage First): Splits heap into regions; balanced GC. 

• ZGC, Shenandoah (Java 11+): Low-latency, scalable GCs. 

28.5.3 GC Phases 

1. Mark 

2. Sweep 

3. Compact 

4. Evacuate (in G1) 

 

28.6 Performance Monitoring Tools 

28.6.1 JVM Options 

Common flags: 

• -Xmx, -Xms: Heap size 

• -XX:+UseG1GC: Use G1 GC 

• -Xlog:gc*: GC logging 

28.6.2 Diagnostic Tools 

• jconsole 

• jvisualvm 

• jstat 

• jstack 



• Java Flight Recorder (JFR) 

• Java Mission Control (JMC) 

 

28.7 JVM Tuning Techniques 

28.7.1 Heap Tuning 

• Use -Xms and -Xmx to set initial and max heap. 

• Tune Eden/Survivor ratio with -XX:SurvivorRatio. 

28.7.2 GC Tuning 

• Choose the right GC (Serial, G1, ZGC, etc.) 

• Use -XX:+PrintGCDetails and analyze logs. 

• Tune thresholds using: 

o -XX:MaxGCPauseMillis 

o -XX:G1HeapRegionSize 

28.7.3 JIT Compiler Tuning 

• Use -XX:+PrintCompilation to view compiled methods. 

• Profile and tune hot methods manually if needed. 

 

28.8 Class and Code Optimization Tips 

• Use primitive types wherever possible. 

• Avoid excessive object creation. 

• Use thread pools, avoid spawning threads manually. 

• Optimize synchronization: prefer ReentrantLock over synchronized when needed. 

• Prefer immutability for thread safety and caching. 

• Use StringBuilder for string concatenations in loops. 

• Cache expensive method results (memoization). 

• Avoid memory leaks by dereferencing unused objects. 

 

28.9 Common JVM Pitfalls 

• Memory Leaks: Even with GC, holding object references can leak memory. 

• OutOfMemoryError: 

o Heap space 

o GC overhead limit 



o Metaspace 

• StackOverflowError: Due to recursive calls. 

• ClassLoader Leaks: Especially in container environments (Tomcat, etc.). 

 

28.10 JVM in Production 

Best Practices 

• Always benchmark before/after tuning. 

• Use container-specific tuning for Kubernetes, Docker. 

• Monitor with APM tools (New Relic, Datadog, Prometheus + Grafana). 

• Automate alerts for GC pauses and heap usage. 

 

Summary 

The Java Virtual Machine (JVM) is a powerful and sophisticated virtual runtime environment 
that handles memory management, bytecode execution, and class loading, making Java platform-
independent and robust. Understanding JVM internals allows developers to write more efficient 
code, troubleshoot issues more effectively, and fine-tune application performance for real-world 

production systems. Performance tuning is both an art and a science—it requires observation, 
experimentation, and a deep understanding of both the application and the JVM itself. 

 


